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// Verilog HDL
; Z Max. Marks: 100
e S 01

Note: Answer any FIVE full questions, choosing ONE full question from each module.

Module-1
1 a. Explain a typical design flow for designing VLSI IC circuits using the block diagram.

(10 Marks)
(05 Marks)
(05 Marks)

b. Explain the importance of HDLs.
c. Explain the trends in HDLs.

1a. A typical design flow for designing VLSI IC circuits is shown in Figure below
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In any design, specifications are written first. Specifications describe abstractly the functionality,
interface, and overall architecture of the digital circuit to be designed. A behavioral description is
then created to nalyse the design in terms of functionality, performance, compliance to standards,
and other high-level issues. They are written using HDLs. The behavioral description is manually
converted to an RTL description in an HDL. The designer has to describe the data flow that will
implement the desired digital circuit. Logic synthesis tools convert the RTL description to a gate-
level netlist. A gate-level netlist is a description of the circuit in terms of gates and connections
between them. The gate-level netlist is input to an Automatic Place and Route tool, which creates
a layout. The layout is verified and then fabricated on chip. Thus, most digital design activity is
concentrated on manually optimizing the RTL description of the circuit. Behavioral synthesis tools
have begun to emerge recently. These tools can create RTL descriptions from a behavioral or
algorithmic description of the circuit.

1b.

HDLs have many advantages compared to traditional schematic-based design.

+ Designs can be described at a very abstract level by use of HDLs. Designers can write
their RTL description without choosing a specific fabrication technology. Logic synthesis
tools can automatically convert the design to any fabrication technology. If a new
technology emerges, designers do not need to redesign their circuit. They simply input
the RTL description to the logic synthesis tool and create a new gate-level netlist, using
the new fabrication technology. The logic synthesis tool will optimize the circuit in area
and timing for the new technology.

« By describing designs in HDLs, functional verification of the design can be done early in
the design cycle. Since designers work at the RTL level, they can optimize and modify
the RTL description until it meets the desired functionality. Most design bugs are
eliminated at this point. This cuts down design cycle time significantly because the
probability of hitting a functional bug at a later time in the gate-level netlist or physical
layout is minimized.

+ Designing with HDLs is analogous to computer programming. A textual description with
comments is an easier way to develop and debug circuits. This also provides a concise
representation of the design, compared to gate-level schematics. Gate-level
schematics are almost incomprehensible for very complex designs.

HDL-based design is here to stay.El With rapidly increasing complexities of digital circuits
and increasingly sophisticated EDA tools, HDLs are now the dominant method for large
digital designs. No digital circuit designer can afford to ignore HDL-based design.

1c

1. Start design of digital circuits using HDL at an RTL level, because logic synthesis tools
can create gate-level netlists from RTL level des

2. Behavioral synthesis helps designers to design directly in terms of algorithms and the
behavior of the circuit, and then use CAD tools to do the translation and optimization in each



phase of the design.

3. Formal verification techniques are also appearing on the horizon. Formal verification
applies formal mathematical techniques to verify the correctness of Verilog HDL descriptions
and to establish equivalency between RTL and gate-level netlists.

4. Designers can mix gate-level description directly into the RTL description to achieve
optimum results.

5. System-level design can be a mixed bottom-up methodology where the designers use either
existing Verilog HDL modules, basic building blocks, or vendor-supplied core blocks to
quickly bring up their system simulation. This is done to reduce development costs and
compress design schedules.

OR
2 a. Explain the different levels of abstraction used for programming in verilog. (08 Marks)
b. Write the verilog code for 4-bit ripple carry counter. Also write the stimulus. (12 Marks)
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Module-2

a. Explain the components of verilog module with block diagram. (06 Marks)
b. Explain the following data types with an example in verilog.
i) Registers i) Arrays iii) Parameters iv) Nets v) Integers. (10 Marks)

c. Explain the port connection rules in verilog. (04 Marks)
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3bExplain the following data types with an example in verilog:

(1) Nets: Nets represent connections between hardware elements. Just as in real circuits, nets
have values continuously driven on them by the outputs of devices that they are connected to.
Nets are declared primarily with the keyword wire.

Example:

wire a; //Declare net a for the above circuit

wire b,c; //Declare two wires b,c for the above circuit

wire d = I’b0; //Net d is fixed to logic value 0 at declaration.

(i) Register: Registers represent data storage elements. Registers retain value until another
value is placed onto them. Unlike a net, a register does not need a driver. Verilog registers do
not need a clock as hardware

registers do. Values of registers can be changed anytime in a simulation by assigning a new
value to the register. Register data types are commonly declared by the keyword reg. The
default value for a reg data type is ‘x’.

Example:

reg reset; //declare a variable reset that can hold its value

initial //this construct will be discussed later

begin

reset = I’b1; //initialize reset to 1 to reset the digital circuit.

#100 reset = I’b0; //after 100 time units reset is deasserted.

End

(iii) Integers:

An integer is a general purpose register data type used for manipulating quantities. Integers
are declared by the keyword integer. The default width for an integer is the host-machine
word size, which is implementation specific but is at least 32-bits. Registers declared as data
type ‘reg’ store values as unsigned quantities, whereas integers store values as signed



quantities.

Example:

integer counter; //general purpose variable used as a counter.
Initial

counter = -1;




A port consisting of two units, one unit that is internal to the module another that is
external to the module. The internal and external units are connected.

net 3
net #inoul

input output
___.._'.
reg or net net reg or net net

Internally, input ports must always be of the type net. Externally, the inputs can be
connected to a variable which 1s a reg or a net.

02 marks
Internally, outputs ports can be of the type reg or net. Externally, outputs must always
be connected to a net. They cannot be connected to a reg.

02 marks
Internally, inout ports must always be of the type net. Externally, inout ports must
always be connected to a net.

02 marks
It 1s legal to connect internal and external items of different sizes when making inter-
module port connections. However, a warning is typically issued that the widths do not
match.
Verilog allows ports to remain unconnected.

OR
4 a. Write the verliog description of SR latch. Also write stimulus code. (10 Marks)
b. Explain $display, $monitor, $finish and Sstop system tasks with examples. (10 Marks)
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5a

5a

Module-3
What are rise, fall and turn off delays? How they are specified in verilog? (06 Marks)

What would be the output of the following for A = 4'b0111 an dB = 4'b1001.

i) &Bii) A<<<2 iii) {A, B} iv) {2{B}} v) A"B vi) A|[B vii) A*B viii) A<=DB. (08 Marks)

Mention the symbol, truth table and an example for BUFIF1 and BUFIF0 primitive gates.
(06 Marks)

Rise delay:
The rise delay is associated with a gate output transition to a 1 from another value.

| 1

0, =0Ore
t rise
01 marks
Fall delay
The fall delay is associated with a gate output transition to a 0 from another value.
1, xore |
o
t_fall
01 marks

Turn-off delay

The turn-off delay is associated with a gate output transition to the high impedance value (z)

from another value. If the value changes to x, the minimum of the three delays is considered.
01 marks

Three types of delay specifications are allowed.

If only one delay is specified, this value is used for all transitions.

J/ Delay of delay_time for all transitions

and #(delay_time) allout, il, i2);

and #(5) al{out, 1l, 12);




5b

b

vii)

If rtwo delays are specified, they refer to the rise and fall delay values. The turn-off delay 1s
the minimum of the two delays.

// Rise and Fall Delay Specification.

and #(rise_wval, fall_wal) aZ{out, 11, i2};
and #(4,6) a2(out, 1l, 12);
If all three delays are specified, they refer to rise, fall, and turn-off delay values. If no delays
are specified, the default value 1s zero.

// Rise, Fall, and Turn-off Delay Specificaticon
bufif0 #{(rise_wal, fall_wal, turnoff_wal) bl (out, in, control);

Bufif0 # (3,4,5) bl (out, in, control) ;

What would be the output of the following for A = 4'b0111 an dB = 4'b1001.
i) &B ii) A<<<2 i) {A, B} iv) {2{B}} v) A"B vi) A[[B vii) A*B viii) A<=B. (08 Marks)

0&18&1&1=0
1100
10011001
1110

1111
111111=63d
1

5c
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6 "~ Design AOI basedm4 to 1 multlplexer andv write the verilog description and its stimulus.
(10 Marks)

b. Write the venlog data flow descnptlon for 4-bit full adder with carry look —ahead logic.

Ans. 6a.
r————"""""""""~"~""/~-7/"7/7///m===== H
i0 : ™, y0 |
| — |
i — [y i
| B |
- = -
2 — 2 :
| — |
i3 E N y3 |
| -/ |
: sin sOn 1
|
13]4 =
51— i
s0 —4 I
L J
Verilog Code:-

module mux4_to_1 (out, i0, i1, i2, i3, s1, s0);
// Port declarations from the 1/O diagram

output out;
input i0, i1, i2, i3;

(10 Marks)



input s1, sO;

/I Internal wire declarations
wire s1n, sOn;

wire y0, y1,y2,y3;

/I Gate instantiations

/l Create s1n and sOn signals.
not (s1n, sl);

not (sOn, s0);

/l 3-input and gates instantiated
and (y0, i0, s1n, sOn);

and (y1, i1, sin, s0);

and (y2, i2, s1, sOn);

and (y3, i3, s1, s0);

Il 4-input or gate instantiated
or (out, y0, y1, y2, y3);
endmodule

Stimulus:-

module stimulus;

I/ Declare variables to be connected

/I to inputs

reg INO, IN1, IN2, IN3;

84

reg S1, SO;

/I Declare output wire

wire OUTPUT;

/I Instantiate the multiplexer

mux4_to_1 mymux(OUTPUT, INO, IN1, IN2, IN3, S1, S0);

/[ Stimulate the inputs

/I Define the stimulus module (no ports)

initial

begin

/I set input lines

INO=1;IN1=0;IN2=1;IN3=0;

#1 $display("INO= %b, IN1= %b, IN2= %b, IN3= %b\n",INO,IN1,IN2,IN3);
Il choose INO

S1=0;S0=0;

#1 $display("S1 = %b, SO = %b, OUTPUT = %b \n", S1, SO, OUTPUT);
/l choose IN1

S1=0;S0=1;

#1 $display("S1 = %b, SO = %b, OUTPUT = %b \n", S1, SO, OUTPUT);
Il choose IN2

S1=1;S0=0;

#1 $display("S1 = %b, SO = %b, OUTPUT = %b \n", S1, SO, OUTPUT);



/I choose IN3

S1=1;S0=1;

#1 $display("S1 = %b, SO = %b, OUTPUT = %b \n", S1, SO, OUTPUT);
end

endmodule

Output:-

The output of the simulation is shown below. Each combination of the select signals is
tested.

INO=1, IN1=0, IN2=1, IN3=0

S1=0,S0=0,0UTPUT =1

S1=0,S0=1,OUTPUT =0

S1=1,S0=0,0UTPUT =1

S1=1,S0=1,0UTPUT =0

Ans.6b

Gate-level diagram has to be made first and then code has to be written as:-

module fulladd4 (sum, c out, a, b, c in);
// Inputs and outputs

output [3:0] sum;

output c out;

input [3:0] a,b;

input c_in;

// Internal wires

wire p0,g0, pl,9l, p2,92, p3,93;
wire c4, c3, c2, cl;

// compute the p for each stage
assign p0 = a[0] ~ b[O0],

pl all] ~ b[1l],

p2 = al2] ~ bl2],

p3 al3] ~ bl[3];

// compute the g for each stage

assign g0 = al[0] & b[0],

gl = all] & b[l],

af2] & b[2],

g3 = al3] & b[3];

// compute the carry for each stage

// Note that c_in is equivalent cO in the arithmetic equation for
// carry lookahead computation

Q
N
Il

assign cl = g0 | (p0 & c_in),

c2 =gl | (pl & g0) | (pl & PO & c_in),

c3 =92 | (p2 & gl) | (p2 & pl & g0) | (p2 & pl & p0O & c_in),
cd =93 | (P3 & g2) | (P3 & p2 & gl) | (pP3 & p2 & pl & g0) |

(p3 & p2 & pl & pO0 & c_in);
// Compute Sum
assign sum[0] = p0O ~ c_in,



sum[1l] = pl *~ cl1,
sum[2] = p2 * c2,
sum([3] = p3 * c3;
// Assign carry output

assign c_out = c4;
endmodule
Module-4
7 a. Explain blocking and non-blocking assignments with an example. (10 Marks)
b. Write a verilog code for clock generation with a period of 20 units using forever loop.
(05 Marks)
C.  Write the differencesbetween the tasks and functions. (05 Marks)
Ans. 7a.

Blocking assignment

Blocking assignment statements are executed in the order they are specified in a sequential block. A
blocking assignment will not block execution of statements that follow in a parallel block. The =
operator is used to specify blocking assignments.

Example:- Blocking Statements

reg X, yr 2;

reg [15:0] reg a, reg b;

integer count;

//All behavioral statements must be inside an initial or always block

initial

begin

x =0; y=1; z = 1; //Scalar assignments

count = 0; //Assignment to integer variables

reg a = 16'b0; reg b = reg a; //initialize vectors

#15 reg a[2] = 1'bl; //Bit select assignment with delay

#10 reg b[15:13] = {x, y, z} //Assign result of concatenation
to

// part select of a vector

count = count + 1; //Assignment to an integer (increment)

end

The statement y = 1 is executed only after x = 0 is executed. The behavior in a particular block is
sequential in a begin-end block if blocking statements are used, because the statements can execute
only in sequence. The statement count = count+ 1 is executed last. The simulation times at which the
statements are executed are as follows:

« All statements x = 0 through reg_b = reg_a are executed at time 0

e Statement reg_a[2] = 0 at time = 15

e Statement reg_b[15:13] = {X, y, z} at time = 25

e Statement count = count + 1 at time = 25

» Since there is a delay of 15 and 10 in the preceding statements, count = count + 1 will be executed at
time = 25 units

Nonblocking Assignments



Nonblocking assignments allow scheduling of assignments without blocking execution of the
statements that follow in a sequential block. A <= operator is used to specify nonblocking assignments.
This operator has the same symbol as a relational operator, less_than_equal_to. The operator <= is
interpreted as a relational operator in an expression and as an assignment operator in the context of a
nonblocking assignment. To illustrate the behavior of nonblocking statements and its difference from
blocking statements, let us consider example where we convert some blocking assignments to
nonblocking assignments, and observe the behavior.

Example Nonblocking Assignments

reqg x, vV, Z;

reg [15:0] reg a, reg b;

integer count;

//A11l behavioral statements must be inside an initial or always block
initial

begin

x =0; y=1; z =1; //Scalar assignments

count = 0; //Assignment to integer variables

reg a = 16'b0; reg b = reg a; //Initialize vectors

reg a[2] <= #15 1'bl; //Bit select assignment with delay

reg b[15:13] <= #10 {x, y, z}; //Assign result of concatenation
//to part select of a vector

count <= count + 1; //Assignment to an integer (increment)

end

In this example, the statements x = 0 through reg_b = reg_a are executed sequentially at time 0. Then
the three nonblocking assignments are processed at the same simulation time.

1. reg_a[2] = 0 is scheduled to execute after 15 units (i.e., time = 15)

2. reg_b[15:13] = {Xx, y, z} is scheduled to execute after 10 time units (i.e.,

time = 10)

3. count = count + 1 is scheduled to be executed without any delay (i.e., time = 0)

Thus, the simulator schedules a nonblocking assignment statement to execute and continues to the next
statement in the block without waiting for the nonblocking statement to complete execution. Typically,
nonblocking assignment statements are executed last in the time step in which they are scheduled, that
is, after all the blocking assignments in that time step are executed.

Ans. 7b.

Code for Clock generation

module gen_clk(clock);

reg clock;

initial

begin

clock = 1'b0;

forever #10 clock = ~clock; //Clock with period of 20 units
end

endmodule



Ans. 7c

Tasks and functions serve different purposes in Verilog.

Functions

Tasks

A function can enable another function
but not another task.

A task can enable other tasks and functions.

Functions always execute in 0
simulation time.

Tasks may execute in non-zero simulation
time.

Functions must not contain any delay.
event, or timing control statements.

Tasks may contain delay. event. or timing
control statements.

Functions must have at least one input
argument. They can have more than one
mput.

Tasks may have zero or more arguments of
type input. output. or inout.

unctions always return a single value.
They cannot have output or inout
arguments.

Tasks do not return with a value. but can
pass multiple values through output and
inout arguments.

8 a. Discuss sequential and parallel blocks with examples. (10 Marks)
b. Write a verilog program for 8 : 1 multiplexer using case statement. (10 Marks)
Ans.8a

Block statements are used to group multiple statements to act together as one.
There are two types of blocks: sequential blocks and parallel blocks.

Sequential blocks

The keywords begin and end are used to group statements into sequential blocks. Sequential blocks

have the following characteristics:

» The statements in a sequential block are processed in the order they are specified. A statement is
executed only after its preceding statement completes execution (except for nonblocking assignments

with intra-assignment timing control).

« |f delay or event control is specified, it is relative to the simulation time when the previous statement

in the block completed execution.

Statements in the sequential block execute in order. In Illustration 1, the final valuesare x=0,y=1, z
=1, w=2atsimulation time 0. In Hlustration 2, the final values are the same except that the simulation

time is 35 at the end of the block.

Example Sequential Blocks

//Illustration 1: Sequential block without delay

reg X, vy




reg [1:0] z, w;
initial

begin

x = 1'b0;

y = 1'bl;

z = {x, y};

w = {y, x};

152

end

//Illustration 2: Sequential blocks with delay.
reg X, Vy;

reg [1:0] z, w;

initial

begin

x = 1'b0; //completes at simulation time 0

#5 y = 1'bl; //completes at simulation time 5

#10 z = {x, y}; //completes at simulation time 15
#20 w = {y, x}; //completes at simulation time 35
end

Parallel blocks

Parallel blocks, specified by keywords fork and join, provide interesting simulation features.
Parallel blocks have the following characteristics:

» Statements in a parallel block are executed concurrently.

» Ordering of statements is controlled by the delay or event control assigned to each statement.
« If delay or event control is specified, it is relative to the time the block was entered.

All statements in a parallel block start at the time when the block was entered. Thus, the order in
which the statements are written in the block is not important.

Example Parallel Blocks
//Example 1: Parallel blocks with delay.

reg x, ys

reg [1:0] z, w;

initial

fork

x = 1'b0; //completes at simulation time 0

#5 y = 1'bl; //completes at simulation time 5

#10 z = {x, y}; //completes at simulation time 10
#20 w = {y, x}; //completes at simulation time 20
join

The result of simulation remains the same except that all statements start in parallel at time 0. Hence,
the block finishes at time 20 instead of time 35.

Parallel blocks provide a mechanism to execute statements in parallel. However, it is important to be
careful with parallel blocks because of implicit race conditions that might arise if two statements that
affect the same variable complete at the same time.



Ans. 8b

10—
. sl 50 out
= o]
9 : Mux — Ot 0 0 10
0 1 I
13—
1 0 2
T ¢ 1 1 I3
sl s

4-to-1 Multiplexer with Case Statement

module mux4 to 1 (out, i0, i1, 12, i3, sl, s0);
// Port declarations from the I/0 diagram
output out;

input i0, i1, 12, 1i3;

input sl1l, sO0;

reg out;

always @(sl or sO or 10 or il or i2 or 1i3)

case ({sl, s0}) //Switch based on concatenation of control signals
2'd0 : out = i0;

2'dl : out = il;

2'd2 : out = 12;

2'd3 : out = 13;

default: $display("Invalid control signals");
endcase

endmodule

Module-5
9 a. Write the verilog description for D — flipflop using assign and deassign procedural
continuous assignments. (10 Marks)
b. Explain defparam statement with an example. - (10 Marks)

Ans.9a

The keywords assign and deassign are used to express the first type of procedural continuous
assignment. The left-hand side of procedural continuous assignments can be only be a register or a
concatenation of registers. It cannot be a part or bit select of a net or an array of registers. Procedural
continuous assignments override the effect of regular procedural assignments. Procedural continuous
assignments are normally used for controlled periods of time.

D-Flipflop with Procedural Continuous Assignments

module edge dff(q, gbar, d, clk, reset);

output g, gbar;

input d, clk, reset;

reg q, gbar; //declare g and gbar are registers

always @ (negedge clk) //assign value of g & gbar at active edge of clock.
begin



qg = d;

gbar = ~d;

end

always @ (reset) //Override the regular assignments to g and gbar
//whenever reset goes high. Use of procedural continuous assignments.
if (reset)

begin

assign g = 1'b0;

assign gbar = 1'bl;

end

else

begin //If reset goes low, remove the overriding values by deassigning the
//registers. After this the regular assignments g = d and gbar = ~d will be able

//to change the registers on the next negative edge of clock.
deassign qg;

deassign gbar;

end

endmodule

In above code, we overrode the assignment on g and gbar and assigned new values to them when the
reset signal went high. The register variables retain the continuously assigned value after the deassign
until they are changed by a future procedural assignment. The assign and deassign constructs are now
considered to be a bad coding style and it is recommended that alternative styles be used in Verilog
HDL code.

Ans. 9b

Parameters can be defined in a module definition However, during compilation of Verilog modules,
parameter values can be altered separately for each module instance. This allows us to pass a distinct
set of parameter values to each module during compilation regardless of predefined parameter values.
There are two ways to override parameter values: through the defparam statement or through module
instance parameter value assignment.

defparam Statement
Parameter values can be changed in any module instance in the design with the keyword defparam.
The hierarchical name of the module instance can be used to override parameter values.

Example Defparam Statement

//Define a module hello world

module hello world;

parameter id num = 0; //define a module identification number = 0
initial //display the module identification number
Sdisplay("Displaying hello world id number = %d", id num);
endmodule

//define top-level module

module top;

//change parameter values in the instantiated modules
//Use defparam statement

defparam wl.id num = 1, w2.id num = 2;

//instantiate two hello world modules

hello world wl();

hello world w2();

endmodule

In above example, the module hello_world was defined with a default id_num = 0.



However, when the module instances w1l and w2 of the type hello_world are created, their id_num
values are modified with the defparam statement. If we simulate the above design, we would get the
following output:

Displaying hello world id number

1
Displaying hello world id number 2

Multiple defparam statements can appear in a module. Any parameter can be overridden with the
defparam statement. The defparam construct is now considered to be a bad coding style and it is
recommended that alternative styles be used in Verilog HDL code.

10 a. What is logic synthesis? Explain-the flow diagram for the designer’s mind as the logic
synthesis tool. ' (10 Marks)
b. What will be the following statements translate to when run on.a logic synthesis tool :

Assign {C-out,sum } =a+b+Cin;
Assign out =(s) 711 :10; (10 Marks)

Ans. 10a

Logic Synthesis:-

Logic synthesis is the process of converting a high-level description of the design into an optimized
gate-level representation, given a standard cell library and certain design constraints. A standard cell
library can have simple cells, such as basic logic gates like and, or, and nor, or macro cells, such as
adders, muxes, and special flipflops. A standard cell library is also known as the technology library.

Flow Diagram for designer’s mind as the logic synthesis tool:
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Optimized Gate-
Level Representation

Logic synthesis always existed even in the days of schematic gate-level design, but it was always done
inside the designer's mind. The designer would first understand the architectural description. Then he
would consider design constraints such as timing, area, testability, and power. The designer would
partition the design into high-level blocks, draw them on a piece of paper or a computer terminal, and
describe the functionality of the circuit. This was the high-level description. Finally, each block would
be implemented on a hand-drawn schematic, using the cells available in the standard cell library. The
last step was the most complex process in the design flow and required

several time-consuming design iterations before an optimized gate-level representation that met all
design constraints was obtained. Thus, the designer's mind was used as the

logic synthesis tool, as illustrated in above Fig.

Ans. 10b
Logic synthesis tools frequently interpret the constructs and translate them to logic gates.

assign statement is one those construct.

The assign construct is the most fundamental construct used to describe combinational logic at an RTL
level.

If arithmetic operators are used, each arithmetic operator is implemented in terms of arithmetic
hardware blocks available to the logic synthesis tool. A 1-bit full adder is implemented below:-



assign {c_out, sum} = a + b + c_in;

Assuming that the 1-bit full adder is available internally in the logic synthesis tool, the
above assign statement is often interpreted by logic synthesis tools as follows:

E ﬁl _H\l, sum

c_out

c_in

If a multiple-bit adder is synthesized, the synthesis tool will perform optimization and the designer
might get a result that looks different from the above figure.

If a conditional operator ? is used, a multiplexer circuit is inferred.

assign out = (s) ? il : 1i0;

It frequently translates to the gate-level representation as:-

out




